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Abstract. Smartphone users are offered a plethora of applications pro-
viding services, such as games and entertainment. In 2018, 94% of appli-
cations on Google Play were advertised as “free”. However, many of
these applications obtain undefined amounts of personal information
from unaware users. In this paper, we introduce transiency : a privacy-
enhancing feature that prevents applications from running unless explic-
itly opened by the user. Transient applications can only collect sensitive
user information while they are being used, and remain disabled oth-
erwise. We show that a transient app would not be able to detect a
sensitive user activity, such as a daily commute to work, unless it was
used during the activity. We define characteristics of transient applica-
tions and find that, of the top 100 free apps on Google Play, 88 could be
made transient. By allowing the user to decide when to allow an app to
collect their data, we move towards a fair trade of personal information
for application services.

Keywords: Mobile privacy · Android

1 Introduction

In 2018, over 2.6 million apps were available on the Google Play market, of which
94% were advertised as “free” [42]. Users can request a ride from apps like Uber
or Lyft, share pictures on Facebook, or send money to a friend through Venmo.
While these applications are advertised as free, they present a hidden cost: pri-
vacy. The effects of smartphones on user privacy have been widely studied since
their commercialization in 2007 [5,7,8,12,28–30,32–37]. Recently, the private
preferences and habits of millions of Facebook users were misused for political
purposes [39]. Many studies also show that users do care about their privacy
[14,15,20]. A study by Oates et al. found that users have mental models of what
privacy means to them [23]. However, platforms can fail to provide them with
intuitive options to control application behaviors [14,16,22]. Many users think of
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Fig. 1. Application transiency gives users control over when an application has access
to sensitive information. A more fair trade is achieved since the user gets to decide
whether their personal information is worth the privacy cost for the application service.
We propose a new model in which the intuition of applications no longer running after
being closed is realized.

closing physical barriers, such as doors and curtains, as an analogy to enabling
privacy. By allowing all applications to constantly run in the background even
after they are closed, smartphone application models don’t adhere to common
user privacy expectations.

Android controls user privacy through permissions that protect sensitive
device resources. While permissions prevent applications from accessing arbi-
trary resources, studies have shown that permission models do not match user
expectations on when and why sensitive data is being accessed [4,25]. Here, the
authors showed that the context in which a resource is accessed matters, and
that users prefer to deny access to resources that do not contribute to the func-
tionality of the app. This led to recent work on helping users make educated
decisions when granting permissions [10,11,13,24]. Recently, with Android 9.0,
apps are no longer allowed background access to the camera and microphone.
However, other sensitive resources (e.g., text messages) are still available to
applications at any time, given that they were granted the permission once.
Some studies have addressed this by sandboxing applications [8,9]. For exam-
ple, Narain et al. fed crafted fake location data to protect the real location of
users. In this paper, we show that smartphones can be designed to provide a fair
trade of personal information in exchange for application services. We introduce
transiency : a privacy-enhancing feature that prevents applications from running
unless explicitly opened by the user. Transiency ensures that applications can
only collect sensitive information when expected, as shown in Fig. 1. Therefore,
users can now decide if application services are worth revealing their personal
information for. We make the following contributions:

– We define transiency and efficiently integrate it into Android. This enforces
a fair trade of personal information for application services.

– We define criteria for transient applications, and find that 88 of the top 100
free apps on Google Play (total of 105 ranked apps) should be treated as
transient.
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– We provide a case study to show the impact of treating applications as tran-
sient in terms of data collection. We find that we can prevent apps from
detecting activity patterns by treating them as transient.

2 Background

In this section, we define technical details of Android relevant to the implemen-
tation of transiency.

2.1 Android OS Overview

The Android operating system is built on top of the Linux kernel, which is
used to interact with the hardware functionality of smartphone devices, such as
cameras and microphones. The main executable programs on Android devices
are applications, which are developed in Java and built using the Application
Framework. For more information about the architecture details of applications,
refer to [1,44,46–48]. Below we describe in more detail some of the relevant
architecture components to enforce application transiency.

Application Execution Flow. Applications exist in the system as Android
Packages (APKs). APKs contain the necessary information to be executed by
the Android Runtime (ART) [46]. In order for an application to be executed
correctly, Android expects APKs to be available and readable by the system.

Background Processes. Android applications are designed to off-load large
tasks that may potentially block the user interface (UI) to be run in the back-
ground. Logging the current location of the user to a server is an example of a
task that would be executed in the background. In 2018, Votipka et al. performed
an extensive user study in which they gained insights about what users think
of background processes [14]. The results showed that users tend to understand
the need for background processes while they interact with the UI. However,
users were less comfortable with background processes not tied to foreground
activities.

Permissions. Android uses permissions to protect applications from accessing
device resources. Permissions are divided into two categories: normal and dan-
gerous. Normal permissions are granted by default, but dangerous permissions
must be granted by the user. Dangerous permissions protect access to sensitive
resources, such as camera, microphone, text messages, call logs, calendar, etc.

Opening and Closing Applications. In order to open an application, Android
defines a specific type of application that displays the available options to the
user: launcher. The launcher app can be opened by pressing the “Home” button
on the mobile device. Once open, a user can close an application by removing
it from the “Recents Screen”, as suggested by Google Support [51] (see Fig. 2).
However, it is worth noting that closing an application does not prevent the appli-
cation from running in the background and exercising the previously authorized
access to sensitive resources.



50 R. Alvarez et al.

Fig. 2. Users can open apps by pressing the “Home” button and invoking the launcher
app. To close applications, the user can swipe it off the screen. While closing an applica-
tion is the terminology used by Google, the behavior is not equivalent to the application
no longer running. Android allows applications to separate their user interfaces into
tasks, which the user can terminate. However, while tasks can be terminated by the
user, the application is still allowed to run on the background.

2.2 Sensitive Resource Access Control

Android protects access to valuable sensitive resources using access control poli-
cies [2,3]. The goal of these policies is to prevent applications from compro-
mising user privacy. These policies ensure that applications only access sensitive
resources allowed by the user. On the context of access control, applications (sub-
jects) may or may not be authorized to access (action) sensitive system resources
(objects). Android handles authentication and authorization as follows:

Authentication. At installation time, applications are given User IDs (UIDs)
and are treated as users of the system. UIDs give applications an identity, which
is used by Android to identify the application’s set of authorized access.

Authorization. Android provides an interface for applications to prompt the
user for access to sensitive resources. As mentioned previously, dangerous per-
missions must be granted by the user for an application to be able to access
a resource such as GPS data. Android keeps track of the authorized access to
sensitive resources for each application. Once the user grants permission, the
application is free to exercise this right both when running in the foreground
and background. However, as of Android 9.0, applications cannot access the
microphone and camera resources while running in the background [54].

While permissions serve as a policy that allows users to explicitly grant access
to sensitive resources, research has shown that this model places an unrealistic
expectation on users [4,25]. Applications don’t always provide clear privacy poli-
cies justifying the requested access [28], which presents an information asymme-
try problem. By granting access to a sensitive resource, the user is not necessarily
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giving their consent since they were not fully disclosed the information neces-
sary to make that decision. This inequality inspired the solution presented in
this work.

3 Application Transiency Design Goals

In order to implement transiency, we define security, privacy, and usability
requirements.

– Security Goals. We trust that the OS faithfully implements and enforces
application transiency. We consider any other party that may tamper with
the transient state of an application to be a threat.

– Privacy Goals. We enforce that applications are not capable of running
unless they were explicitly opened by the user. This guarantees that applica-
tions cannot access personal information unless they are being used.

– Usability Goals. Enforcing transiency should be intuitive and seamless to
the user. This guarantees user privacy when expected, without affecting user
experience.

4 Application Transiency Implementation

We expand the sensitive resource access control policy of permissions to provide
an intuitive interface where users can control their privacy. We propose a new
authorization protocol, in which users grant/revoke applications the right to
execute by opening/closing them. We address the goals described in the previous
section in our implementation of application transiency. Figure 3 provides an
implementation overview.

4.1 Enforcing Transiency

To enforce transiency, the user must be the only one who can execute an applica-
tion. Otherwise, a closed application may attempt to execute code that accesses
sensitive user data. We solve this problem by leveraging access control used by
the OS to protect files on Android. Specifically, we revoke read access to APKs
if they are not explicitly open (shown in Fig. 3, step 13). Once revoked, if the
ART unit attempts to read the APK for any other reason aside from user intent,
it will fail. Conversely, when a user opens an application, our implementation
will restore the read permission before the ART attempts to read the APK file,
as shown in Fig. 3, steps 1–6.

Transiency is implemented at the OS level, as a system library only accessible
to applications/processes with a system UID (which is 0). Transiency can be
realized in the form of a “private-mode” system launcher. The system launcher,
when running on private-mode, uses the “swipping off the Recents screen” event
as the cue to stop the application from running. A user could select “private-
mode” from the Settings app (which is where most users expect to find interfaces
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Fig. 3. An overview of the implementation of application transiency. Steps in blue, 1–9,
correspond to the event of a user turning privacy off by opening the application. Steps
in burgundy, 10–13, correspond to the event of a user turning privacy on by closing the
application. I corresponds to the intent sent by the launcher to start an application,
W corresponds to the Worker object specified by the application to perform a task
in the background, and BP corresponds to a background process being scheduled by
the Work Manager API for the requesting application [53]. In this diagram, we depict
an application that, when opened by a user, requests a background process to perform
some task and then loads the activity to interact with the user. Once the user is finished
interacting with the application, they can close it by swiping it off the screen. Opening
the application causes the Transiency Manager to restore the READ permission of
the APK file to the system. Closing the application causes the Transiency Manager to
revoke the READ permission to prevent execution. (Color figure online)

to change/enable/disable features, as pointed out by Lei et al.). In addition,
malicious 3rd party applications cannot leverage the library functionality to
perform attacks such as DoS (since each app is given a UID depending on the
key used to sign the application, so only apps signed with manufacturer/system
keys are given the UID 0).

This solution is efficient because revoking and restoring the read permission
from the APK file causes a negligible overhead. In addition, enforcing transiency
does not require a re-design of the system architecture to support it.
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4.2 Making Transiency Intuitive

To meet the usability requirements defined in the previous section, we designed
our implementation of transiency to meet user expectations of privacy. As
pointed out by Oates et al. in 2018, for most users, regardless of demograph-
ics and technical experience, barriers are seen as the most common conceptual
metaphor of privacy. Many related privacy with closing doors, locks, or curtains.
This study served as an inspiration on our design to find a mapping from the
mental models of what privacy means to users, to features in Android that can
make this a reality.

Closing Doors. One of the common occurrences for most users was turning on
privacy by closing a door or a curtain. Inspired by this, we equate closing an
application to enabling privacy. Closing an application on Android refers to the
action of selecting the “Recents” UI and swiping the application off of the screen
[51,52]. However, closing an application does not mean it is no longer running.
Applications have the option to schedule background processes that will cause
them to run again, unknown to the user. Therefore, the current application
model does not meet the potential user expectations of privacy. For this reason,
we chose the event of closing an application as the defining moment of turning on
privacy. By closing the application, the user is guaranteed that the application
will not run. This prevents applications from reading sensitive information when
the user is not aware.

Opening Doors. Analogous to closing doors, we use opening doors to dis-
able privacy. Android devices have a launcher application that is invoked when
the “Home” button is pressed. This launcher application displays all installed
and launchable applications on the system. A user can then touch one of the
application icons to open it. Once an application is open, it can access sensitive
information.

By enforcing transiency through opening and closing applications, we give
the user an intuitive interface to better manage their privacy. This guides users
towards a fair trade of sensitive information for application services.

4.3 Applying Transiency to Popular Applications

In this section, we analyze the behavior of popular applications when they are
treated as transient and non-transient on the current Android architecture. We
generalize these behaviors and define three main application functionalities that
would require non-transiency.

Instagram is an application that displays user-generated content and allows
users to communicate through comments and private messages. When treated as
transient, Instagram no longer sends real-time notifications to the user. However,
transiency does not prevent Instagram from displaying user-generated content.
We therefore recommend that Instagram be treated as transient.
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Subway Surfers is a game in which users can connect with other friends to form
a network. When treated as transient, Subway Surfers no longer sends real-time
notifications, but the user can still play the game as expected. Since transiency
does not prevent the user from playing the game, we recommend that Subway
Surfers be treated as transient.

Spotify offers users a music streaming platform. Treating Spotify as transient
does not affect core functionality of the app. Therefore, we can recommend
treating Spotify as transient.

Uber is a ride-sharing service app connecting riders with drivers. Treating Uber
as transient does not affect the functionality of the app, since users can keep the
application open for the duration of the ride. Therefore, we recommend treating
Uber as transient.

While the user actively engages with the applications above, there exist other
types of applications that passively interact with the user. We describe examples
of those below:

Facebook Messenger is an app that enables users to communicate via phone
calls, video calls and messages. When treated as transient, Facebook Messenger
only notifies users in real-time when the app is open. However, keeping Face-
book Messenger open at all times is not ideal for performance. Therefore, we
recommend treating this application as non-transient.

Gmail provides an interface to read and send emails to other users. Gmail
also loses the ability to notify the user in real-time when treated as transient.
Therefore, we recommend treating Gmail as non-transient. Likewise, instant
messaging applications have the same non-transiency requirements.

Step Counter gives a count of the approximate number of steps taken by the
user. The app cannot use the sensors on the phone to constantly measure the
amount of steps taken by the user in real-time unless the application is open.
Therefore, we recommend treating the app as non-transient.

Clean Master offers users tools to clean files, a notification with a button to
remove all other notifications, and other features such as taking a picture with
the front-camera when the login passcode to unlock the screen is entered wrong.
When treated as transient, this application cannot perform some of its core
functionality, like taking pictures of the user that entered the wrong passcode,
if the app is closed. We therefore recommend treating Clean Master as non-
transient.

After analyzing these applications, we can generalize their behaviors to
broadly describe non-transiency classification guidelines.

Recommended Classification Guidelines. Based on our analysis of the
behavior of popular applications when they are treated as transient, we define
three main functionalities to generalize when applications should not be treated
as transient:
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A. The application provides real-time communication such as calling,
messaging or receiving time-sensitive information. This functionality
enables real-time communication and exchange of information, such as Gmail.
A user expects text messages to arrive at a reasonable time after the sender sent
them, which requires the application to have real-time access to the network to
retrieve messages intended for the user.

B. The application requires real-time access to sensors to collect infor-
mation and report it to the user. This includes applications with function-
ality that depends on real-time information collected by device sensors, such as
the Step Counter app. An application that reports the number of steps taken by
the user depends on real-time information measured by device sensors. The user
expects to see an accurate number of steps when they open the app, therefore
the application cannot be transient.

C. The application depends on real-time system state or other applica-
tions to provide its functionality. Some applications may need to be aware
of system events to function. For example, the Clean Master app.

While it is possible to analyze applications manually to determine their clas-
sification, it can be a time consuming task given that Google Play had a total
of 2.6 million available applications in December 2018 [42]. We therefore explore
methods to automate the process in the next section.

Automating Classification. To simplify the task of classifying apps, we
explored using Google Play categories to recommend what applications should
be transient and non-transient. To do this, we looked for categories on Google
Play that would match the description of each of our A-C categories based on
functionality. Below are our categories mapped to Google Play categories:

A - Communication: Applications in the Communication category depend on
real-time delivery of content to the user. Some of these applications include What-
sApp and Facebook Messenger. Therefore, we mapped Communication to A.

B - Health & Fitness: Some applications in the Health & Fitness category
depend on reading sensors that measure physical activities of a user, which makes
this a non-transient category. An examples of these apps is Step Counter.

C - Tools: Applications in this category depend on real-time sensor and system
information to report to the user. Analyzing current popular applications in the
Tools category, we found that most applications were related to changing system
settings, such as WiFi.

We selected three categories where each covered one of the three cases in
which transiency would affect the primary functionality of an application. We
evaluate the accuracy of this automated classification method by comparing it
to the manual classification of the top 100 free apps on Google Play, which is
described in Sect. 5.2.
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4.4 Android Implementation: Transiency Launcher

To test our design, we develop a system launcher that implements application
transiency.1 We design the launcher to test the performance and usability of
treating applications as transient on the current Android architecture. Figure 4
shows an overview of the architecture of this launcher.

UI. Our transiency launcher has a simple main activity that displays the list
of installed and launchable applications on the system. Each entry on the list
corresponds to an application, and the user can select an entry from the list to
open the application selected. The launcher is invoked when the user presses the
“Home” button.

Backend. Our launcher has a database that keeps track of the installed appli-
cations and their transient/non-transient classification. For testing purposes, we
manually saved a list of names of applications treated as non-transient, which
was decided following the criteria described in Sect. 4.3. When the user wants to
open an application treated as transient, the launcher executes chmod through
a shell to change the permissions of the application’s APK to be readable by
the system. The launcher then sends an intent to start the main activity of
the selected application. If the user chooses to open a non-transient application,

Fig. 4. Overview of the architecture of the transiency launcher. This launcher uses
chmod to revoke/restore read permissions of the APK file to control when applications
can collect user information. The Transiency Manager API can be used by our launcher
to enable/disable the applications.

1 Source code: https://github.com/rva5120/TransientLauncher.

https://github.com/rva5120/TransientLauncher
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the launcher sends the intent directly, as the APK permissions are not modi-
fied for non-transient applications. When the user long presses an entry to close
an application, the launcher will execute chmod through a shell to change the
permissions of the application’s APK to no longer be readable by the system.

5 Evaluation

In this section, we will evaluate the classification and characterization of appli-
cations currently available on the market.

5.1 Characterization of Market Applications

We now evaluate the concept of application transiency by applying it to the top
100 free apps on Google Play. We analyzed these applications manually, and
classified them according to the criteria defined in Sect. 4.3.

Classification Statistics. After manual classification, the top 100 free apps on
Google Play (total of 105 apps) consisted of 88 transient and 17 non-transient,
see Fig. 5.

Fig. 5. Manual classification of transient/non-transient applications of the top 100 free
apps on Google Play (total of 105 ranked apps), as of February 11th of 2019.

Characterization of Transient Applications. We find that over 50% of tran-
sient applications belong to the Games Google Play category, as shown in Fig. 6
(left). Our criteria led to all games being classified as transient. All games request
the INTERNET permission, over 17% request the ACCESS FINE LOCATION
permission, and over 12% request the RECORD AUDIO permission, see Fig. 7
(left). As we will see in Sect. 6, applications that request the INTERNET per-
mission can also approximate the location of the device, therefore, most games
can approximate location as well. By treating gaming applications as transient,
we prevent them from recording audio in the background (if the device is run-
ning Android 8.0 and below) and collecting location data constantly when the
user is not expecting it.
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Transient applications in other categories also requested CAMERA and READ
or WRITE EXTERNAL STORAGE permissions, which allows applications to
take pictures in the background (for devices running Android 8.0 and below) and
accessing pictures and other files. It is also worth noting that applications like Net-
flix and Facebook request the Activity Recognition permission. When these apps
are not treated as transient, they can collect information about the user’s physi-
cal activity. In addition, Facebook also requests the ACCESS FINE LOCATION
permission, which would allow the app to map certain routines such as commonly
walked paths or commonly driven roads. However, if we treat apps like Facebook
as transient, we can prevent the association of physical activity data with its corre-
sponding user profile. Linking this kind of sensitive data together can pose physical
dangers to users, as shown by [27].

Characterization of Non-transient Applications. During our analysis, we
found that only 17 apps needed to be treated as non-transient. Out of the total
17, 5 belong to the Communication category (as shown in Fig. 6 (right)). This was
not surprising, since applications in the Communication category are expected
to need real-time access to network resources to allow users to communicate in
real-time.

Non-transient applications also requested the INTERNET permission, and
over 88% of them request READ and WRITE EXTERNAL STORAGE (see
Fig. 7 (right)). We find that most applications also request ACCESS FINE
LOCATION and CAMERA. While these are expected based on the functional-
ity provided by the applications, we also find that both Antivirus Free 2019 and

Fig. 6. Manual classification of applications grouped by Google Play category. Left:
number of transient applications in each category, with Games being the category with
the most transient apps with 47 (53.4% of all transient apps). Right: number of non-
transient applications in each category, with Communications being the category with
most non-transient apps with 5 (29.4% of all non-transient apps).
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Super Cleaner requested access to the Activity Recognition API. This seems
unusual, as a user may not expect for an antivirus application to need their
physical activity to perform its functionality.

5.2 Classification Through Google Play Categories

Classifying apps using Google Play categories yields an accuracy of 88.57%,
where 93 out of 105 apps were classified correctly compared to our manual clas-
sification. Our automatic classification method is less accurate when classifying
applications that were manually labeled as non-transient. As expected, some
applications place themselves under other categories. For example, TextNow,
which enables communication among users, is categorized as Social. This may
be caused by the fact that very popular applications like Facebook are in the
Social category, so TextNow may be seen by more users and be more likely to get
downloaded if it is in the Social category. However, since we label Social to be a
transient category, communication apps that choose to be in the Social category
will get misclassified and lose their non-transient privileges. Other communi-
cation apps, like Tinder, are also misclassified. Tinder is placed in the Dating
category, which is expected since it enables communication between users with
the purpose of dating.

Other examples of misclassified non-transient apps include IN Launcher, Bit-
moji, Super Speed Cleaner and Antivirus Free 2019. Based on functionality, we
would consider these apps to be Tools, which would grant them the privilege of

Fig. 7. Number of applications that request dangerous permissions, the INTERNET
permission, and the Activity Recognition API permission of the top 100 free apps on
Google Play. On the left, we see that all transient applications request the INTERNET
permission, and over 25% of them request GPS location information. On the right, we
see that all non-transient applications are likely to request INTERNET and location
permissions as well.
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being non-transient. However, they categorize themselves as Entertainment (for
IN Launcher and Bitmoji) and Productivity (for Speed Cleaner and Antivirus
Free 2019).

5.3 Implementation Performance

There is no visual delay when opening an application through a regular launcher
vs our transiency launcher, which incurres an overhead of 0.02 ms. This per-
formance overhead, which is added by the extra instructions executed to
revoke/restore read permissions of the APK file, is negligible.

Fig. 8. Overview of the architecture of the Metis app. This app provides a user inter-
face in which users can read weekly tutorials to learn about computer security. How-
ever, in the background, Metis is performing some data collection to learn more about
your daily patterns, such as where you work, and when and how you get there. Metis
only needs the INTERNET and ACTIVITY RECOGNITION permissions, which are
granted by default, to achieve its data collection goals. This makes Metis a good can-
didate to show that transiency is necessary to prevent apps from collecting data when
users are not expecting it.
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6 Case Study: Measuring Impact of Transiency on Data
Collection

To show the kind of impact that treating applications as transient would have
on sensitive data collection, we develop the Metis app. Figure 8 shows the overall
architecture of Metis.2

6.1 Metis, the Knowledge Sharing App

Metis is an application that gives users a weekly article about computer security
topics. The Metis UI is a simple webview object that displays the contents of
a webpage hosted on a Github repository. The app displays a blog-style article
with content to read. While looking like an innocent educational app in the
foreground, Metis performs sensitive data collection in the background. The data
collection strategy is inspired by the recent work of Chatterjee et al., in which
they studied market applications that contribute to intimate partner violence.
We focus on finding device resources that would reveal sensitive information
without the user knowing or expecting it. We find that the INTERNET and the
ACTIVITY RECOGNITION permissions are good candidates for our purpose.

INTERNET. Metis, since it must request a webpage from Github to display
its contents, needs to request the INTERNET permission. We find that we could
approximate the user’s location by connecting to a geo-locating website, such as
Ipdata.co [40]. In addition to an approximate location, Ipdata.co reveals other
potentially sensitive information: whether the user is on WiFi/cellular network,
and the organization providing the IP. The figure below shows the information
given by querying the API of Ipdata.co:

ACTIVITY RECOGNITION. We use the approximate location information
and combine it with the information available from the Activity Recognition API
[49]. By requesting the normal ACTIVITY RECOGNITION permission, we are
able to setup Metis to receive physical activity changes of the user. For example,
if the user starts walking or driving, Metis will receive a broadcast. This allows
us to recognize patterns of driving to and from work, for example.

2 Source code: https://github.com/rva5120/Metis v2.

https://github.com/rva5120/Metis_v2
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6.2 Data Collection: Transient vs. Non-transient

We compare the amount of data collected by Metis when it is treated as transient
vs. non-transient.

Experiment. We run Metis on a rooted device with the transiency launcher
described in Sect. 4.4 installed. We install two versions of Metis: Metis-T (treated
as a transient application), and Metis-NT (treated as a non-transient applica-
tion). We run this experiment for 1 day. Starting around 9 AM, we opened both
applications. A few seconds later, we close both applications. Then, around 10:20
AM, we open both applications and leave them open. Below are the results cap-
tured until 12:30 PM by both apps.

Fig. 9. Results of running Metis-NT. Fig. 10. Results of running Metis-T.

Metis-NT Results. The non-transient version of Metis is able to capture that
we possibly commuted to work in the morning around 9:20 AM, which took
around 10 min (see Fig. 9). It was detected that we walked for another 20 min,
although during the experiment we walked for about 8 min. However, Metis-
NT may not have received the “transition to STILL broadcast” until 9:50, so
it records that we walked for longer than we actually did. Metis-NT also ran a
background process around 12:24 PM where it recorded the geo-location received
by Ipdata.co. In this case, Metis-NT detected that we were on a Pennsylvania
State University network in University Park, PA which was the correct City,
Region and University during our experiment.

Metis-T Results. Metis-T, on the other hand, is unable to detect the drive to
work in the morning (see Fig. 10). It was only able to detect the walking activity
around 12 because we left the app open after 10:20 AM.

Transiency has an impact over when Metis is able to collect sensitive infor-
mation. By preventing Metis from running after being closed, we are able to
preserve the privacy of an event that was not intended for Metis to detect. Also,
transiency can have a major impact on protecting users by treating applications
found by [27] as transient.

7 Discussion

By implementing transiency, we learn that most applications do not need the
privilege of running constantly to provide their applications services. To pre-
vent their execution while closed, we also explore the idea of installing and

http://Ipdata.co
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uninstalling applications. Installing an application every time the user opens it
safely meets the privacy requirements, since the application is not able to exe-
cute code. However, it added too much overhead to the overall user experience.
Also, uninstalling apps required users to interact with the application as if it
was the first time they opened it. For example, a user would have to login every
time they opened the app, which may cause an inconvenience. Therefore, we
discarded this idea.

One of the main limitations of transiency for the current Android implemen-
tation is the inability to support notifications. In the future, it would be worth
exploring what modifications can be made to the notifications API to be able to
support transient notifications. Transient notifications would give applications
the ability to ask the user for permission to run for a clearly specified purpose,
implemented by a fine-grained API that does not allow the application to violate
users’ expectation of privacy.

We also observed that some applications already display a transient behav-
ior. For example, Spotify will only play music while the application is open.
If the user closes the application, music will stop playing. PrivateRide [6] is
another example of an application that was re-designed to respect user privacy.
These apps show that it is possible to design applications that provide useful
functionalities without abusing privacy.

Lastly, we find that another benefit of transiency was addressing that users
forget or find it inconvenient to delete unused applications [38]. If applications
are treated as transient by default, users can rest assured that installing an
application is not equivalent to giving it the privilege of running unconstrained.

8 Future Work

The classification of applications as either transient and non-transient provided
was intended as a coarse approximation of the applications that could be treated
as transient. In so doing, shed light in the likely impact of transiency on a real
system. However, the system used by Google to categorize applications based on
functionality is an imperfect medium to perform this analysis. As future work,
we plan on incorporating the methods and findings of studies like AWare [7] and
Turtle Guard [10] (which extensibly studied usability and contextual cues) to
provide a more fine-grained classification methodology.

9 Conclusion

Throughout this paper, we explored the idea of enforcing transiency, which dis-
ables apps that were not explicitly opened by the user. Currently, Android appli-
cations can collect sensitive information even if they are not being used. Privacy
is still an ongoing problem, which starts with the lack of control users have over
the amount of information applications can collect. Transiency solves this issue
intuitively, moving towards a fair trade of personal information in exchange for
application services.
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